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2 INTRODUCTION

2.1 SCOPE OF THIS DOCUMENT

This handbook defines the technical specifications an electronic identification service should comply with to be recognised as an electronic identification service for public applications according to the Royal Decree of 22 October 2017\(^1\). This handbook is intended to specify the technical interaction between the FAS and the Partner’s identification and authentication infrastructure.

The following subjects are not covered and are out of the scope of this handbook:
- The details of the authentication method used by the partner;
- The registration process of the authentication means;
- The interaction between the eGov application and the FAS.

2.2 AUDIENCE

The target audience is the candidate partners for recognition of an electronic identification service.

2.3 IMPORTANCE OF THE REQUIREMENTS

In this document, the following wording is used to denote the importance of requirements:

The words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in RFC 2119.

<table>
<thead>
<tr>
<th>Term</th>
<th>Signification and relevance</th>
</tr>
</thead>
<tbody>
<tr>
<td>MUST</td>
<td>This word, or the terms &quot;REQUIRED&quot; or &quot;SHALL&quot;, mean that the definition is an absolute requirement of the specification.</td>
</tr>
<tr>
<td>MUST NOT</td>
<td>This phrase, or the phrase &quot;SHALL NOT&quot;, mean that the definition is an absolute prohibition of the specification.</td>
</tr>
<tr>
<td>SHOULD</td>
<td>This word, or the adjective &quot;RECOMMENDED&quot;, mean that there may exist valid reasons in particular circumstances to ignore a particular item, but the full implications must be understood and carefully weighed before choosing a different course.</td>
</tr>
</tbody>
</table>

\(^1\) Arrêté Royal du 22 octobre 2017 fixant les conditions, la procédure et les conséquences de l’agrément de services d’identification électronique pour applications publiques / Koninklijk besluit van 22 oktober 2017 tot vaststelling van de voorwaarden, de procedure en de gevolgen van de erkenning van diensten voor elektronische identificatie voor overheidstoepassingen


2.4 TERMINOLOGY

Basic terminology is defined in article 1 of the Royal Decree of 22 October 2017.

This specification is also based on terms defined by OAuth 2.0 and OpenID Connect 1.0 specifications.

The following complementary definitions are applicable.

<table>
<thead>
<tr>
<th>Term</th>
<th>Signification and relevance</th>
</tr>
</thead>
<tbody>
<tr>
<td>Application owners/Developers</td>
<td>The ones who develop and manage eGov public applications (web applications, mobile applications, etc ...) that will use the FAS to identify and authenticate their end users.</td>
</tr>
<tr>
<td>Assurance level</td>
<td>Or “LOA” - As defined in the COMMISSION IMPLEMENTING REGULATION (EU) 2015/1502 of 8 September 2015</td>
</tr>
<tr>
<td>eGov application</td>
<td>Also called Public application or client application. Any application made available by a public service.</td>
</tr>
<tr>
<td>End user</td>
<td>Refers to “Utilisateur/Gebruiker” as defined in article 1 of the Royal Decree of 22 October 2017.</td>
</tr>
<tr>
<td>FAS</td>
<td>The Federal Authentication Service delivers a central standard Identification and authentication service as well as guidance/guidelines for developers, applications owners and Partners. The FAS is powered by FPS BOSA/DG DT/IAA.</td>
</tr>
<tr>
<td>In-band (IB) authentication scenario</td>
<td>The authentication process is executed on the same communication channel as the one used to access the protected resource.</td>
</tr>
<tr>
<td>Intent</td>
<td>Inter-process communication mechanism on mobile devices. (e.g. <a href="https://developer.android.com/reference/android/content/Intent.html">https://developer.android.com/reference/android/content/Intent.html</a>)</td>
</tr>
<tr>
<td>Native application</td>
<td>As defined in IETF Request for Comments 6749 Section 2.1 (RFC 6749).</td>
</tr>
<tr>
<td>Out-of-band (OOB) authentication scenario</td>
<td>The authentication process is executed on another communication channel than the one used to access the protected resource.</td>
</tr>
<tr>
<td>Term</td>
<td>Definition</td>
</tr>
<tr>
<td>-----------------------------</td>
<td>-------------------------------------------------------------------------------------------------------------------------------------------</td>
</tr>
<tr>
<td>Partner</td>
<td>Refers to “Prestataire de services/Dienstverlener” as defined in article 1 of the Royal Decree of 22 October 2017.</td>
</tr>
<tr>
<td>Partner’s authenticator app</td>
<td>A native application delivered by the Partner in order to perform the cryptographic authentication action.</td>
</tr>
<tr>
<td>Push notification</td>
<td>A message from an external source that is sent to the mobile device and that can eventually trigger (depending on device) a specific application on the mobile device.</td>
</tr>
<tr>
<td>Unique Identification Number</td>
<td>Unique identifier of an end-user. It must be the National register number (Numéro de registre national/Rijksregisternummer, also called NRN/RRN) or the Crossroads number (Numéro de banque carrefour / Kruispuntbanknummer, also called BIS number)</td>
</tr>
<tr>
<td>Web application</td>
<td>As defined in IETF Request for Comments 6749 Section 2.1 (REF 6749).</td>
</tr>
</tbody>
</table>
3 INTEGRATION SPECIFICATIONS

3.1 OVERALL CONTEXT FOR PARTNER AUTHENTICATION

3.1.1 Actors

Different target groups are involved into the model and have different functions and needs:

- **FAS**: It is the central authentication server and delivers guidance/guidelines for developers, applications owners and Partners. In the context of recognition of electronic identification services, FAS will delegate the identification and authentication phases to Partners.
- **Partners**: They provide one or several recognised authentication service(s) with the best usability and security to the end users.
- **Application owners/Developers**: they develop and deploy egov web applications as well as egov native apps for Android and IOS. They interface with the FAS and not with the Partners directly.
- **End users**: They use their device to authenticate on an egov application running on any device.

3.1.2 Support of in-band and out-of-band authentications

The FAS will rely on Partners to provide identification and authentication of end users on eGov applications. The authentication means used in the Partner authentication scheme can run on any device. However, a big focus is put on authentication means with a front-end located on mobile devices. This is typically a native app on IOS and/or Android that will serve as authenticator.

The Partner MUST provide a complete solution delivered as a service covering the registration of the end user and the authentication of the end user.

The FAS will connect with the Partner’s service via the federation protocol OpenID Connect. In the context of federation, the FAS MUST act as a client of the Partner and the Partner’s service MUST NOT be aware for which eGov application it will act as an authenticator.

The Partner’s service MUST support:

- End user authentication on web applications (browser based) running on any device.
- End user authentication on native and hybrid apps running on any device (Incl. PC/Mac and mobile devices).

If the authenticator app provided by the Partner runs on a mobile device (e.g. phone or tablet) device, then:

- It MUST be available for the Android AND iOS platform
- It MUST be available for downloads from the Apple App Store and Google Play Store and as such certified for compliance with the respective OS.
3.1.3 Federation Framework

The federation framework can be designed as follows:

The global FAS Partner authentication consists of multiple federation circles of trust (CoT):

- **eGov circle of trust:**
  - Includes the eGov applications, application owners and developers with the FAS serving as their IDP (Identity Provider).
  - The eGov CoT supports two federation protocols: SAML2.0 and OpenID Connect.
  - For native mobile apps, only the OpenID Connect protocol is supported and app developers MUST use this protocol.
  - Developers of eGov applications MUST use the session management and logout options of OpenID Connect

- **Partners circle of trust:**
  - Each Partner has his own circle of trust and a dedicated connection to the FAS, the FAS being their client. The partner considers the FAS as an IDP Proxy.
  - The Partner SHOULD NOT maintain a “session” on its infrastructure after end user authentication. If the Partner keeps a session after end user authentication, then this session MUST not last more than 120 seconds.
  - OpenID Connect ACR Values MUST be used to specify the minimal assurance level of the authentication means requested by the FAS.
  - The Subject Identifier(sub) in the ID Token provided by the Partner MAY contain the Unique identification number
  - The Partner MUST implement one of the following solutions:
    - The ID Token provided by the Partner will contain the Unique identification number of the authenticated person in a custom claim.
    - The Partner allows the FAS to retrieve the Unique identification number of the authenticated person by means of the userinfo endpoint.
  - It SHOULD NOT be possible to run the Partner authenticator app on a mobile device that is rooted or jailbroken. If the Partner authenticator app can run on such a device, then:
    - The end user MUST be informed of the risks and give his explicit consent;
    - The Partner will take measures to implement extra protection to the app and/or implement an anti-fraud functionality.
3.2 COMPONENTS VIEW AND INTERACTIONS

3.2.1 Description of the Log in procedure to an eGov application

The end user who wants to authenticate to an eGov application is always be redirected first to the FAS in order to choose a Partner for authentication.

In case of a native eGov app on mobile, the app will open the default browser of the mobile device and will send an OpenID Connect Authorization Request to the FAS where the end user will choose the Partner he wants to use to authenticate. Consequently, the interaction of the end user with the Partner authentication solution MUST always start from a browser.

When choosing the Partner “button”, an OpenID Connect authorization request is sent to the Partner’s OpenID Provider (OP in OpenID Connect). There are multiple scenarios. Here are some examples:
- Authorization request is sent to the authenticator front-end (the Partner’s authenticator native app) which pops-up on the device in case of an in-band scenario on mobile.
- Authorization request is sent to the authenticator back-end (the Partner authorization server ) typically in an out-of-band scenario.

In case of mobile authentication, two main technologies MAY be supported to awaken the authenticator front-end: push notification or web-to-app intent on the mobile device.

Once authenticated at a Partner service, the authorization code from the Partner is transferred to the FAS that can retrieve an access token and user information from the Partner. Subsequently a session is created on the FAS.

The FAS then sends its authorization code back to the client application. The back-end of the client app can then retrieve an access token and user information from the FAS. Subsequently the end user is fully authenticated.
Example interaction for an in-band scenario with a native mobile app:

1. End user clicks on the 'Log in with FAS' button in the native eGov app.
2. The native eGov app MUST open the default web browser on the mobile device and send an authorization code request to the FAS login page (Partner selection).
3. The end user selects the Partner and begins interaction with the Partner. An authorization code request is sent to the Partner
   a. Intent on the mobile device: the Partner button triggers an intent (web-to-app) to the Partner app on the mobile device and the end user authenticates via the app.
   b. Push notification: the Partner button redirects the end user to the Partner’s website where the end user enters his identification credentials. A push notification is sent to the pre-registered device and triggers the mobile authenticator app where the end user authenticates.
4. The end user authenticates via the app and an authorization code is sent back to the FAS via the browser on mobile.
5. With the Partner’s authorization code the FAS retrieves an access token and ID Token from the Partner. Optionally the FAS can retrieve extra user information from the Partner’s user-info endpoint.
6. The FAS then sends back an authorization code to the eGov app via the browser (web-to-app).
7. The native eGov app on mobile communicates the authorization code to the eGov app’s back-end.
8. With the FAS authorization code the eGov app’s back-end retrieves an access token and ID Token from the FAS. Optionally, the eGov app’s back-end can retrieve extra user information from the FAS user-info endpoint using the access token retrieved from the FAS.
9. The eGov app’s back-end communicates the access token and user information to the eGov app on mobile.
10. The user is now identified and authenticated in the native eGov app.
Sequence diagram for the OpenID Connect flows:
3.3 PARTNER INTERFACE SPECIFICATIONS

The FAS acts as an OpenID Connect client and the Partner as an OpenID Connect provider.

Partner MUST only support the authorization code flow. Partner MUST NOT support the implicit or hybrid authorization flows.
With the OpenID Connect authorization code flow, the ID token and access token MUST be retrieved from the token endpoint. And more user information MAY be retrieved from the Partner’s user info endpoint.
The Partner MUST expose a token endpoint and MAY expose a user info endpoint.
Private_key_jwt must be used as client authentication mechanism.

3.3.1 OpenID Connect authorization code request and response

The authorization code request and response MUST NOT be signed. However, the “state” parameter MUST be used to avoid cross-site request forgery attacks. The state parameter is a non-guessable string known only to the Partner application, the Partner MUST make sure that the value has not changed between requests and responses. This is clearly stated in the “Security considerations” section 10.12 “Cross-Site Request Forgery” of RFC 6749 (OAuth 2.0) and in section 3.5 of RFC 6819.

GET towards the authorization code endpoint of the Partner:

<table>
<thead>
<tr>
<th>Parameter</th>
<th>MUST contain</th>
<th>Openid and the (to be agreed) scope value to request the claim containing the unique identification number</th>
</tr>
</thead>
<tbody>
<tr>
<td>scope</td>
<td>MUST be</td>
<td>Code</td>
</tr>
<tr>
<td>response_type</td>
<td>MUST be</td>
<td>Value to be agreed</td>
</tr>
<tr>
<td>client_id</td>
<td>MUST include</td>
<td>The https scheme</td>
</tr>
<tr>
<td>redirect_uri</td>
<td>MUST contain</td>
<td>An opaque value used to maintain state between the request and the callback</td>
</tr>
<tr>
<td>state</td>
<td>MUST contain</td>
<td>A nonce is only used in implicit flows. FAS only supports the authorization code flow.</td>
</tr>
<tr>
<td>response_mode</td>
<td>MUST NOT be used</td>
<td>ACR values will be used to communicate the requested assurance level to the Partner</td>
</tr>
<tr>
<td>nonce</td>
<td>MUST NOT be used</td>
<td></td>
</tr>
<tr>
<td>display</td>
<td>MUST NOT be used</td>
<td></td>
</tr>
<tr>
<td>prompt</td>
<td>MUST NOT be used</td>
<td></td>
</tr>
<tr>
<td>max_age</td>
<td>MUST NOT be used</td>
<td></td>
</tr>
<tr>
<td>ui_locales</td>
<td>MAY be used</td>
<td></td>
</tr>
<tr>
<td>id_token_hint</td>
<td>MUST NOT be used</td>
<td></td>
</tr>
<tr>
<td>acr_values</td>
<td>MUST be used</td>
<td></td>
</tr>
<tr>
<td>claims</td>
<td>MUST NOT be used</td>
<td></td>
</tr>
</tbody>
</table>

ACR values MUST comply with the eIDAS Specification and have one of the following values:

- [http://eidas.europa.eu/LoA/high](http://eidas.europa.eu/LoA/high)
- [http://eidas.europa.eu/LoA/substantial](http://eidas.europa.eu/LoA/substantial)

Example request:
GET to Partner authorization code endpoint
?response_type=code
&client_id=myClientID
&scope=openid%20profile
&acr_values= http://eidas.europa.eu/LoA/substantial
&redirect_uri=https://fedict.be
&state=af0lfjsldkj

Response Partner:
GET to the redirect uri of the authorization code request with the following parameters:

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Should Contain</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>scope</td>
<td>SHOULD contain</td>
<td>The requested scopes</td>
</tr>
<tr>
<td>code</td>
<td>MUST contain</td>
<td>The authorization code</td>
</tr>
<tr>
<td>state</td>
<td>MUST contain</td>
<td>Must be the same value as in the authorization code request</td>
</tr>
</tbody>
</table>

Example response:
redirect_uri
?scope=profile%20openid
&code=f6b6181f-32bb-47ef-a825-34ad798c2938
&state=af0lfjsldkj

Sans cadre

The Partner will list all the possible token error responses; the responses must contain the ‘error’ (pre-defined error codes - OpenID Connect RFC) and the ‘state’ parameter (same value as in the authorization code request).
3.3.2 OpenID Connect Token Request

3.3.2.1 Client authentication

The OpenID Connect RFC describes 4 possible client authentication methods used to authenticate to the authorization server when using the token endpoint:

- Client_secret_basic
- Client_secret_post
- Client_secret_jwt
- Private_key_jwt

The FAS implementation only supports Private_key_jwt.

3.3.2.2 Request with Client Private_Key_JWT authentication

POST to the token endpoint of the Partner:

<table>
<thead>
<tr>
<th>Parameters</th>
<th>MUST contain</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>grant_type</td>
<td></td>
<td>The value must be ‘authorization_code’</td>
</tr>
<tr>
<td>code</td>
<td></td>
<td>The authorization code received from the Partner.</td>
</tr>
<tr>
<td>redirect_uri</td>
<td></td>
<td>Same redirect url as in the authorization code request</td>
</tr>
<tr>
<td>client_assertion_type</td>
<td></td>
<td>urn:ietf:params:oauth:client-assertion-type:jwt-bearer</td>
</tr>
<tr>
<td>client_assertion</td>
<td></td>
<td>A signed JWT token with the required claims in the following table</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>private_key_jwt claims</th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>iss</td>
<td>MUST contain</td>
<td>JWT issuer (Value to be agreed)</td>
</tr>
<tr>
<td>sub</td>
<td>MUST contain</td>
<td>clientID</td>
</tr>
<tr>
<td>aud</td>
<td>MUST contain</td>
<td>Token endpoint of the Partner</td>
</tr>
<tr>
<td>exp</td>
<td>MUST contain</td>
<td>An expiration time for the JWT</td>
</tr>
<tr>
<td>jti</td>
<td>MUST contain</td>
<td>A unique identifier for the token, to prevent the reuse of the token</td>
</tr>
</tbody>
</table>

This JWT token MUST also be digitally signed.

The FAS will sign the private_key_jwt using RS256, RSA using SHA-256.

The Partner can find the public key used for signature verification at jwks URI (to be agreed). The alg Header Parameter value of the JOSE Header will be set to an appropriate algorithm as defined in JSON Web Algorithms [JWA]. A kid value (Key ID) will also be provided in the JOSE Header in order to select the correct public key for signature verification.

In a later phase, optionally the following ECDSA asymmetric signatures will be supported by the FAS to sign the private_key_jwt:

- ES256 - ECDSA with SHA-256 and NIST standard P-256 elliptic curve
- ES384 - ECDSA with SHA-384 and NIST standard P-384 elliptic curve
- ES512 - ECDSA with SHA-512 and NIST standard P-521 elliptic curve
3.3.3 OpenID Connect Access/ID token response and unique identification number collection

Two scenarios will be supported:

1. The Unique identification number will be delivered via the ID token, using a specific scope/claim that will be agreed (syntax) by the FAS and the Partner.
2. The Unique identification number will be available after authentication at the user info endpoint of the Partner.

Access token response:
After receiving and validating a valid and authorized Token request from the client, the authorization server returns a successful response that includes an ID token and an access token. The response uses the application/json media type.

<table>
<thead>
<tr>
<th>Parameters</th>
<th>MUST contain</th>
<th>A valid access token</th>
</tr>
</thead>
<tbody>
<tr>
<td>token_type</td>
<td>MUST be</td>
<td>Bearer</td>
</tr>
<tr>
<td>expires_in</td>
<td>MUST be</td>
<td>As low as possible, the value must not exceed 120 seconds.</td>
</tr>
<tr>
<td>id_token</td>
<td>MUST contain</td>
<td>An ID token value associated with the authenticated session and MUST be digitally signed</td>
</tr>
<tr>
<td>refresh_token</td>
<td>MUST NOT be used</td>
<td></td>
</tr>
</tbody>
</table>

Example response access token request:

```json
{
  "access_token": "SlAV32hkKG",
  "token_type": "Bearer",
  "expires_in": 120,
  "id_token": "eyJhbGciOiJSUzI1NiIsImtpZCI6IjFlOWdkazcifQ.ewogI
  "access_token": "SlAV32hkKG",
  "token_type": "Bearer",
  "expires_in": 120,
  "id_token": "eyJhbGciOiJSUzI1NiIsImtpZCI6IjFlOWdkazcifQ.ewogI
  "access_token": "SlAV32hkKG",
  "token_type": "Bearer",
  "expires_in": 120,
  "id_token": "eyJhbGciOiJSUzI1NiIsImtpZCI6IjFlOWdkazcifQ.ewogI
  "access_token": "SlAV32hkKG",
  "token_type": "Bearer",
  "expires_in": 120,
  "id_token": "eyJhbGciOiJSUzI1NiIsImtpZCI6IjFlOWdkazcifQ.ewogI
  "access_token": "SlAV32hkKG",
  "token_type": "Bearer",
  "expires_in": 120,
  "id_token": "eyJhbGciOiJSUzI1NiIsImtpZCI6IjFlOWdkazcifQ.ewogI
  "access_token": "SlAV32hkKG",
  "token_type": "Bearer",
  "expires_in": 120,
  "id_token": "eyJhbGciOiJSUzI1NiIsImtpZCI6IjFlOWdkazcifQ.ewogI
```
3.3.3.1 Scenario 1 - Unique identification number in the ID token

**id_token requirements:**

<table>
<thead>
<tr>
<th>Parameters</th>
<th>Requirement</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>iss</td>
<td>MUST contain</td>
<td>The issuer identifier for the issuer of the response, this URL must use the 'https' scheme</td>
</tr>
<tr>
<td>sub</td>
<td>MUST contain</td>
<td>A subject identifier</td>
</tr>
<tr>
<td>aud</td>
<td>MUST contain</td>
<td>the ClientID</td>
</tr>
<tr>
<td>exp</td>
<td>MUST contain</td>
<td>The expiration time should not be more than a few minutes</td>
</tr>
<tr>
<td>iat</td>
<td>MUST contain</td>
<td>The time at which the JWT was issued</td>
</tr>
<tr>
<td>auth_time</td>
<td>MUST NOT be used</td>
<td></td>
</tr>
<tr>
<td>nonce</td>
<td>MUST NOT be used</td>
<td></td>
</tr>
<tr>
<td>acr</td>
<td>MUST be used</td>
<td>Specifies the authentication assurance level the end user is logged in with.</td>
</tr>
<tr>
<td>amr</td>
<td>MUST NOT be used</td>
<td></td>
</tr>
<tr>
<td>azp</td>
<td>MUST NOT be used</td>
<td></td>
</tr>
<tr>
<td>Claim</td>
<td>MUST BE used</td>
<td>This claim MUST contain the Unique identification number</td>
</tr>
</tbody>
</table>

The syntax of the claim can be defined by the Partner.

ID token MUST be digitally signed.

The FAS SHALL support by default the following RSA signatures:
- RS256 - RSA using SHA-256

AND in a later phase, optionally the following ECDSA asymmetric signatures will be supported by the FAS:
- ES256 - ECDSA with SHA-256 and NIST standard P-256 elliptic curve
- ES384 - ECDSA with SHA-384 and NIST standard P-384 elliptic curve
- ES512 - ECDSA with SHA-512 and NIST standard P-521 elliptic curve

When using RSA or ECDSA Signatures, the alg Header Parameter value of the JOSE Header MUST be set to an appropriate algorithm as defined in JSON Web Algorithms [JWA]. The private key used to sign the content MUST be associated with a public key used for signature verification published by the sender in its JWK Set document. If there are multiple keys in the referenced JWK Set document, a kid value MUST be provided in the JOSE Header. The key usage of the respective keys MUST support signing.

**Example of the id_token:**

```json
{
  "iss": "https://server.example.com",
  "sub": "24400320",
  "aud": "s6BhdRkqt3",
  "exp": 1311281970,
  "iat": 1311280970,
  "acr": "http://eidas.europa.eu/LoA/substantial"
}
```

The Partner will list all the possible token error responses, the responses MUST contain the ‘error’ (pre-defined error codes - OpenID Connect RFC).
3.3.3.2 Scenario 2 - Unique identification number at user info endpoint

id_token requirements:

<table>
<thead>
<tr>
<th>Parameters</th>
<th>Requirements</th>
</tr>
</thead>
<tbody>
<tr>
<td>iss</td>
<td>MUST contain The issuer identifier for the issuer of the response, this URL must use the ‘https’ scheme</td>
</tr>
<tr>
<td>sub</td>
<td>MUST contain A subject identifier defined by the Partner</td>
</tr>
<tr>
<td>aud</td>
<td>MUST contain the ClientID</td>
</tr>
<tr>
<td>exp</td>
<td>MUST contain The expiration time should not be more than a few minutes</td>
</tr>
<tr>
<td>iat</td>
<td>MUST contain The time at which the JWT was issued</td>
</tr>
<tr>
<td>auth_time</td>
<td>MUST NOT be used</td>
</tr>
<tr>
<td>nonce</td>
<td>MUST NOT be used</td>
</tr>
<tr>
<td>acr</td>
<td>MUST be used Specifies the authentication assurance level the end user is logged in with.</td>
</tr>
<tr>
<td>amr</td>
<td>MUST NOT be used</td>
</tr>
<tr>
<td>azp</td>
<td>MUST NOT be used</td>
</tr>
</tbody>
</table>

ID Token MUST be digitally signed.

The FAS SHALL support by default the following RSA signatures:
- RS256 - RSA using SHA-256

AND in a later phase, optionally the following ECDSA asymmetric signatures will be supported by the FAS:
- ES256 - ECDSA with SHA-256 and NIST standard P-256 elliptic curve
- ES384 - ECDSA with SHA-384 and NIST standard P-384 elliptic curve
- ES512 - ECDSA with SHA-512 and NIST standard P-521 elliptic curve

When using RSA or ECDSA Signatures, the alg Header Parameter value of the JOSE Header MUST be set to an appropriate algorithm as defined in JSON Web Algorithms [JWA]. The private key used to sign the content MUST be associated with a public key used for signature verification published by the sender in its JWK Set document. If there are multiple keys in the referenced JWK Set document, a kid value MUST be provided in the JOSE Header. The key usage of the respective keys MUST support signing.

Example of the id_token:
```
{
  "iss": "https://server.example.com",
  "sub": "24400320",
  "aud": "s6BhdRkqt3",
  "exp": 1311281970,
  "iat": 1311280970,
  "acr": "http://eidas.europa.eu/LoA/substantial"
}
```

The Partner will list all the possible token error responses, this response must contain the ‘error’ (pre-defined error codes - OpenID Connect RFC).

Collection of the Unique identification number at the user info endpoint:
The Unique identification number will be collected after authentication at the user info endpoint of the Partner. The Partner must return a signed JWT token that includes a claim (syntax will be agreed by the FAS and the Partner), which contains the Unique identification number.
This JWT token containing the RRN claim MUST be signed.

The FAS SHALL support the following RSA signatures:
- RS256 - RSA using SHA-256

AND in a later phase, optionally the following ECDSA asymmetric signatures will be supported by the FAS:
- ES256 - ECDSA with SHA-256 and NIST standard P-256 elliptic curve
- ES384 - ECDSA with SHA-384 and NIST standard P-384 elliptic curve
- ES512 - ECDSA with SHA-512 and NIST standard P-521 elliptic curve

When using RSA or ECDSA Signatures, the alg Header Parameter value of the JOSE Header MUST be set to an appropriate algorithm as defined in JSON Web Algorithms [JWA]. The private key used to sign the content MUST be associated with a public key used for signature verification published by the sender in its JWK Set document. If there are multiple keys in the referenced JWK Set document, a kid value MUST be provided in the JOSE Header. The key usage of the respective keys MUST support signing.
3.4 OTHER (NON FUNCTIONAL) SPECIFICATIONS

3.4.1 Security

These security requirements are inspired from the eIDAS technical specifications v1.1 especially the eIDAS - cryptographic requirements for the Interoperability Framework.

The Partner MUST show, annually, evidence that its solution is compliant to security standards.

TLS
- All communications MUST be encrypted using the TLS protocol with a version of the following list.
  - If supported by the citizen's browser, the connection MUST use TLS 1.2.
  - Prior TLS versions MUST NOT be used.
- All communications MUST only use cipher suites that provide perfect forward secrecy.
- The certificates MUST have sufficient key strength and a lifetime of maximum 5 years.
- There MUST be a certificate revocation list (CRL) setup by the Partner for the certificates being used by the Partner for the TLS handshakes.
- There SHOULD be an online verification service for the certificates (OCSP).
- For the TLS handshake, elliptic curves cryptography MUST be used with Diffie-Hellman key exchange (ECDHE-ECDSA, ECDHE-RSA, DHE-RSA ...).
- The signature algorithm MUST be based on SHA-256 at a minimum.

PARTNER’S NATIVE APP ON THE MOBILE DEVICE
- At download time from the App Store and/or Play Store the app MUST NOT contain any long-term private key.
- If the installation process requires a login name or any third party password, it MUST be communicated in a secure TLS tunnel (see requirements above).
- The application SHOULD use certificate pinning to ensure there are no man-in-the-middle attempts to decrypt, modify and then re-encrypt any communications. It SHOULD check the public key fingerprint of the certificate (not the issuer). Public key SHOULD be stored in a configuration file with strict access permissions.
- The app MUST only request the necessary permissions: it SHOULD NOT request access to location, photos, Bluetooth, Wi-Fi state, audio, wallpaper settings, alarms or time zone settings unless the Partner is able to demonstrate the necessity.
- If the mobile application is built on a certain framework such as Cordova/Phonegap or Mono for Android, the Partner MUST monitor potential vulnerabilities in those platforms and MUST update the application accordingly.
- Sensitive data such as session keys, usernames or token values MUST BE stored encrypted. If a PIN is used, the PIN SHOULD only work to decrypt a key stored on the phone, which is then used to authenticate the application to the server. The PIN SHOULD never be sent to the server.
- If the application writes a log file, sensitive data MUST NOT be included in those log files.
- The application MUST be bound to the device. The application SHOULD NOT work when moved to another device.
- When using cryptographic technologies (x.509 certificates and keys etc ...), the Partner MUST make sure algorithms/ciphers, keylength, timelife of keys/certificates will be managed and enhanced following the industry standards ETSI, NIST, PCI-DSS.

PARTNER BACK-END
- Audit logs MUST be protected for confidentiality and integrity logs and archives.
- End user information (user profile) MUST be protected for confidentiality and integrity.
3.4.2 Privacy

At registration time, the Partner MUST ensure that the end user is clearly informed about the transfer to and the use by the Partner and by FOD BOSA DG DT of his/her National register number or Crossroads number for the purpose of unique identification and authentication.

3.4.3 Usability

The solution MUST present a high degree of user-friendliness and intuitiveness and will as much as possible be accessible to users with disabilities.

When an end user wants to login using a recognised electronic identification service, only the (or the several) recognised services of the Partner must be shown and can be used for accessing an eGov application, according to the assurance level required.
3.5 OPERATIONAL SPECIFICATIONS

3.5.1 Integration Environment

An integration environment is used for integration and pre-production testing. FAS production and integration environments are completely separated, functionally and technically.

For the Partner integration and pre-production testing process, an integration environment at Partner side MUST be available and it MUST be separated from the production environment.
3.6 EXAMPLES OF USE CASES FOR AUTHENTICATION

3.6.1 In-band: native eGov app on mobile

Example 1: web-to-app intent on mobile

- End user clicks onto the 'Log in with FAS' button in the native eGov app.
- The native eGov app opens the default web browser on the mobile device and navigates to the FAS login page (Partner selection).
- The user selects Partner.
- The Partner button triggers an intent (web-to-app) to the Partner app on the mobile device (if the app is available on the device).
- The end user authenticates by identifying himself on the authenticator app (entering his/her app PIN code or fingerprint or whatever the Partner supports).
- The Partner system verifies the identification of the end user and upon success considers the end user as successfully authenticated.
- Partner sends the end user back to the FAS.
- The FAS authenticates the end user who is redirected (intent) to the original native eGov app.
- The user is now authenticated in the native eGov app.
Messages Details:

**Authorization code request:**
GET to [Partner 1 Authorization Endpoint URI]  
?response_type=code  
&client_id=ezzuju8R5xxs9ihq0iuhod7j9  
&redirect_uri=https%3A%2F%2F[FAS Client Redirect URI]%2Ffas%2Foauth2c%2FOAuthProxy.jsp  
&state=362523547589632720  
&scope=openid%20profile%20email%20eid_nin  
&acr_values=[see below]

**Access token request (private_key_jwt as client authentication):**
POST to [Partner Token Endpoint URI]

**Parameters:**
code=60PfJyF3vMz0E8CzE9mRitob  
grant_type=authorization_code redirect_uri=https%3A%2F%2F[FAS Client Redirect URI]%2Ffas%2Foauth2c%2FOAuthProxy.jsp

signed private_key_jwt token [see below]

**Example Response:**
{
"uuid":"6cd6b890-559c-0134-bc0a-00163e43cad9","access_token":"xgAGyF4PLjqMLncPvKoOezQne0v5svgQHvlYDSH","scope":"openid email profile eid_nin","ID_token":[ID_token]}

**User info Request:**
POST to Partner userinfo endpoint url

**Header:**
Authorization: Bearer 'Access-token-you-received-in-previous-call'

**Example Response:**
{
"national_identification_number":"XXXXXXXXXX"
}

The Partner can choose the naming of the unique identification number claim.  
Also the response from the userinfo endpoint should be a signed JWT, NOT plain JSON.
Example 2: push notification

- End user clicks onto the 'Log in with FAS' button in the native eGov app.
- The native eGov app opens the default web browser on the mobile device and navigates to the FAS login page (Partner selection).
- The end user selects Partner.
- The FAS redirects the end user to a Partner webpage.
- The Partner's site asks the end user to fill in his/her identification/telephone number to receive a push notification.
- The end user opens the push notification on his smartphone.
- The end user authenticates, e.g. by entering PIN or using fingerprint on the mobile app.
- The Partner system verifies the provided credentials and upon success considers the end user as successfully authenticated.
- Partner sends the end user back to the FAS.
- The FAS authenticates the end user and sends an intent to the original native eGov app.
- The end user is now authenticated in the native eGov app.
Messages Details:

Authorization code request:
GET to [Partner Authorization Endpoint URI]
?client_id=FAS
&scope=openid%20service%3AFAS_Web_Login
&redirect_uri=https%3A%2F%2F[FAS Client Redirect URI]%2Ffas%2Foauth2c%2FOAuthProxy.jsp
&response_type=code
&state=omcjd6bjbhtt5a2rctak5tltwidre
&Acr_values=[see below]

Access token request (`private_keyJwt` as client authentication):
POST to [Partner Token Endpoint URI]

Parameters:
client_assertion_type=urn:ietf:params:oauth:client-assertion-type:jwt-bearer
code=the-authorization-code-you-received-in-previous-request
grant_type=authorization_code
redirect_uri=https%3A%2F%2F[FAS Client Redirect URI]%2Ffas%2Foauth2c%2FOAuthProxy.jsp
client_assertion=(JWT token we produced) example:
eyJhbGciOiJSUzI1NiIsInR5cCI6IkpXVCJ9.

Example response:
{"access_token":"VBjcIa48tU0yHW8EvXGhgKNO5smZw-
YQerhFWZaQTWE","token_type":"Bearer","expire_in":300,"id_token":"eyJhbGciOiJSUzI1NiIsInR5cCI6IkpXVCJ9.
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User info Request:
POST to [Partner User info Endpoint URI]

Header:
Authorization: Bearer 'Access-token-you-received-in-previous-call'

Example response:
eyJhbGciOiJSUzI1NiIsImtpZCI6InMxIn0.eyJzdWIiOiJsaWQtc2Vjcy1ib3N0cy1tYXRyaXZpb3JzIn0.eyJ0eXBlIjoiRVNBIn0.eyJzdWIiOiJsZjhmYnl0N2ZqYWN1Y21paXF3cW84bGo5cXN4aG
N6amd2OTtiiL
CJpc3MiOiJodHRwczpcL1wvdWF0bWVyY2hhbnNQuc2l4ZG90cy5iZVwvb2lkYylsImF1ZCI6IkZFREIvDVCJ9.v
zMQma88T5vS
W4VWH0-0En1V76dL8hSXGdYlAC3y_qOh6Zd2hNYcLMpLHxLPJbPTJJpOacO3xZnCdbiz2XItDgoYPd76udjPPgtoW7_ wyo0
GRX8RqmbBlpLk5U8KVXLCN0oVy1CxGZezh5gAgqVdFXRoM_M7AejZ8TsjqImWtcywuiTflfWhnmfWTo
m1K19oeK3
YNGlGhKYehlq3HeZ4H9ycrjXwMzl1uBAC0oU8yALVAPK1fNHl9_rW55rbbSOjQzPr4bKLvG8s1g1tD9JqSg _xNPNmboK
lpQjHpyxp-pyud6A9oUIJ6sAJOUkID3G41KVMF9Ts_j7LF4H0vSQ

BASE64 decoded & signed by Partner:
{
  "alg": "RS256",
  "kid": "s1"
}
{
  "sub": "lf8fbr47njacucmiqwqo8lj9qsxhcjgjv92",
  "iss": "https:// Partner2.be/oidc",
  "aud": "FAS"
}
3.6.2 In-band: web application on mobile

This use case is quite similar to the previous use case. The only difference is that the process starts in a browser on the mobile device. The web intent and the push notification mechanisms are still applicable.
3.6.3 Out-of-band: web eGov application on any device

**Example 1: mobile QR code scan**

- The end user clicks onto the 'Log in with FAS' button in the web eGov application.
- The web eGov application redirects the end user to the FAS login page (Partner selection).
- The end user selects Partner.
- The FAS redirects the browser to the Partner login page.
- The Partner's system displays a QR code (or TOTP or eID).
- The end user scans the QR code with the Partner authenticator app (from his smartphone).
- The Partner system verifies the QR code after entering for example a PIN or a fingerprint and upon success considers the end user as successfully authenticated.
- The Partner system redirects the browser to the FAS.
- The FAS authenticates the end user and sends a browser redirect to the web eGov application.
- The FAS relays the received identity information to the web eGov application.
- The end user is now authenticated in the web eGov application.
Example 2: push notification

- The end user clicks on the ‘Log in with FAS’ button in the web eGov application.
- The web eGov application redirects the browser to the FAS authentication Partner selection page.
- The end user selects Partner.
- The FAS redirects the end user to a Partner web page.
- The Partner’s site asks the end user to fill in his/her identification/telephone number to receive a push notification.
- The end user opens the push notification on his/her smartphone.
- The end user authenticates, e.g. by entering PIN or using fingerprint on the mobile authenticator app.
- The Partner system verifies the provided credentials and upon success considers the end user as successfully authenticated.
- Partner sends the end user back to the FAS.
- The FAS relays the received identity information to the web eGov application.
- The end user is now authenticated in the web eGov application.
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OAuth 2.0 Core
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- **[Back-Channel Logout]** [http://openid.net/specs/openid-connect-backchannel-1_0.html](http://openid.net/specs/openid-connect-backchannel-1_0.html), January 2017. Optional, defines a logout mechanism that uses back-channel communication between the OP and RPs being logged out.
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- **OpenID Connect 1.0** - Basic Client Implementer’s Guide: [http://openid.net/specs/openid-connect-basic-1_0.html](http://openid.net/specs/openid-connect-basic-1_0.html), August 2015. Simple subset of the Core functionality for a web-based Relying Party using the OAuth code flow.


- **Control framework for assessing assurance level of the electronic identification service:** Self-evaluation tool developed by the FPS BOSA - DG Digital Transformation/Domain Identification, Authentication and Authorisation, October 2017. Tool for evaluating the conformity of the electronic identification service to the required assurance levels as defined in the Commission Implementing Regulation (EU) 2015/1502 of 8 September 2015 on setting out minimum technical specifications and procedures for assurance levels for electronic identification means. Available on demand via servicedesk@fedict.be.